WAYS TO OPTIMIZE SQL QUERIES TO IMPROVE DATABASE PERFORMANCE IN HIGH-LOAD SYSTEMS

Abstract: SQL statements are used to retrieve information from a database. In most cases, these queries are executed very slowly, the reason for this is the low quality of their writing. For better performance, we need to use faster and more efficient queries. This article shows you how to optimize SQL queries for better performance. The topic of query optimization is very broad, but we will try to cover the most important aspects of this issue. In this paper, I do not focus on in-depth database analysis, but focus on simple hints and tips for setting up queries that can be used to immediately increase productivity.
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Problem Statement

SQL is an information-logical language designed to describe, modify and extract data stored in relational databases. Over time, the SQL language has become more complex: enriched with new constructs, provided the ability to describe and manage new saved objects, which is why in this article I try to present possible options for optimizing queries. Query customization requires knowledge of techniques such as cost-based and heuristic optimizers, as well as the tools provided by the SQL platform to explain the query execution plan.

The best way to adjust performance is to try to write queries in different ways and compare their ease of reading and execution. The methods presented in this work have been personally tested by me, the justification for their use has been experimentally confirmed.

Proposed solution and comparison with existing solutions

1. Use the column name instead of * in the SELECT statement

If you only need to select a few columns from the table, you do not need to use SELECT *. Although it is easier to write, such a query takes much more time to execute in the database. Selecting only the columns you want can reduce the size of the resulting table, so you can reduce network traffic and, in turn, increase the overall query efficiency[1].

Example:

Initial query: SELECT * FROM Users;
Optimized query: SELECT name, age, surname, location, gender, identificatory FROM Users;
2. Avoid using the HAVING keyword in the SELECT statement

The HAVING expression is used to filter rows after grouping data from a table using the GROUP BY expression. Its use is redundant in the SELECT statement. It works as follows: based on the table obtained with SELECT, it compares the filtering condition and the row, and based on the result, it is decided to add a row to the resulting sample or not[2].

Example:

Initial query: SELECT age, count (age), avg (age) FROM Users GROUP BY age HAVING id! = 10 AND id! = 6;

Optimized query: SELECT age, count (age), avg (age) FROM Users WHERE id! = 10 AND id! = 6 GROUP BY age;

3. Get rid of unnecessary DISTINCT operators

For example, in the following query, the keyword DISTINCT is redundant because table_name contains the primary key p.ID, which is part of the result set. Using both DISTINCT and the primary key is a kind of tautology[3].
4. Avoid subqueries

Using subqueries is very resource intensive, the existing alternative in the form of JOIN is much faster and requires fewer resources. Subqueries are mainly used in ALL, ANY, EXISTS constructions. Unrelated subqueries, or queries with more than one table in FROM, can be executed for each row in the resulting sample, which can lead to an excessive increase in the number of these queries[5].

Example:
Initial query: SELECT * FROM Product WHERE Product.prod_id = (SELECT Users.prod_id FROM Users WHERE Users.id = 356)


5. Using the IN operator

The IN predicate can be used for indexed search, which will significantly increase the speed of finding the desired data. The list inside IN must contain only constants and values that are constant[7].

Example:
Initial query: SELECT * FROM users WHERE users.id = 14 OR users.id = 17;

Optimized query: SELECT * FROM users WHERE users.id IN (14, 17);

6. Use EXISTS instead of DISTINCT

The DISTINCT keyword selects all columns in the table and then removes duplicates from them. And with EXISTS you can avoid having to return the entire table.
Example:
Initial query: SELECT DISTINCT c.country_id, c.country_name FROM SH.countries c, SH.customers e WHERE e.country_id = c.country_id;
Optimized query: SELECT c.country_id, c.country_name FROM SH.countries c WHERE EXISTS (SELECT 'X' FROM SH.customers e WHERE e.country_id = c.country_id);

Figure 4. Comparison of query execution speed before and after optimization

7. Using UNION ALL instead of UNION
The UNION ALL expression works faster than UNION because the UNION ALL operator does not consider duplicates, unlike UNION which looks for duplicates when selecting strings, whether they exist or not[8-9].

Exemple:
Initial request: SELECT cust_id FROM SH.sales UNION SELECT cust_id FROM customers;
Optimized query: SELECT cust_id FROM SH.sales UNION ALL SELECT cust_id FROM customers;

Figure 5. Comparison of query execution speed before and after optimization
Conclusion

Query optimization is a necessary skill that database administrators and application developers must have to increase overall system performance. The purpose of this work is to provide a list of possible SQL scripts, the use of which will significantly reduce the time required to develop and maintain databases. Even with a strong infrastructure, there is a risk that performance may be significantly impaired by inefficient requests. Queries have a very large impact on the speed of the database, and with their optimization you can achieve a significant increase in productivity.

Therefore, I recommend that you carefully follow the general tips for improving the SQL queries that were presented above. These tips are just one of the many ways to optimize your databases, but their use is a must for all developers.
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