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Abstract: This article considers the main problem of modern high-load systems, namely, 

the productivity of their work. The main purpose of this article is to find an approach to address 

the issue of high-load systems performance, particularly smart house management systems. 

These systems have become very popular in our time, the number of their users is growing 

every year, so the question of their performance is very relevant. In order to achieve this goal, I 

will consider existing problems and different ways of their solutions. The approach of 

asynchronous programming is proposed as one of the ways to solve a problem of productivity. 

It will greatly increase the bandwidth of servers and reduce the response time to customer 

requests - two common problems that arise when designing high-load systems. The relevance of 

the proposed solution will be tested experimentally, with the results presented in tabular form. 

Keywords: Software architecture; C#; asynchrony; async; await; CRUD; design 

patterns; data modeling. 

Problem Statement 

The smart house management system can be divided into two levels: the upper and the 

lower. The lower level is a collection of smart devices and the upper one is a system that processes 

the data it receives from these devices. This article focuses on the upper level of the smart home 

management system and the problems that arise in it during the processing of information. 

As mentioned above, the upper level is responsible for receiving and analyzing data 

from sensors, sending data to the cloud storage, saving the results in its own database. And 

because of such a large list of tasks, there are problems with performance[5]. 

 

Figure 1. An example of information with which the top-level system works 
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The information processing system every second receives a large amount of 

information, like that shown in the figure. So, what can go wrong? In some cases, this greatly 

affects the speed of the application. For example, the user sends a request to a server which 

accesses the external API and the database and makes a response from the results obtained. It 

often happens that the API returns the information with delay. And while the server does not 

receive that info, it cannot perform other operations, such as querying the database, which 

also takes a lot of time depending on its size. 

An overview of existing solutions 

There are two programming models: asynchronous programming model and 

synchronous [6]. Each of them can work in a multi-threaded or single-threaded environment. 

Let's look at each of them and start with the synchronous model. In this programming model, 

a task list is assigned to a thread and it works on them one by one. When it finishes work on 

the first task, it transitions to the second. There is no way to finish work on the mid and start 

executing on other tasks. 

 

Figure 2. An example of synchronous code 

The figure shows the function on the server that processes requests. As we can see, it 

makes a request to the external API and database. And combines these two results for a 

response to the client. The problem here is that the request to the API can take from a few 

milliseconds to several seconds, and the query to the database will not even be sent. This is a 

fairly common problem in smart home management systems.  

Another approach is multithreading. Here we have several threads, each of them 

working on their own task list. The number of available threads may vary depending on the 

amount of available resources [7]. In the figure below you can see the features of multi-

threading. We have four threads and each of them has its own list of tasks and work 

independent from each other. 

In the first case, the problem is obvious. Such an execution case takes too much time 

and does not allow the server to work on other tasks while waiting for a response from some 

resources. The second case is much more interesting. If there are several threads running in 

the process, then we can expect two main problems: deadlocks and race conditions. 

Deadlocks arise when two or more threads are waiting for the same resource and block each 

Міжвідомчий науково-технічний збірник «Адаптивні системи автоматичного управління» № 2’ (37) 2020 

 ISSN 1560-8956 88



 

other, since it is not specified which thread should receive the necessary resource in such a 

situation. Race conditions occur when two or more threads use the same resource and change 

it in an unintended manner, since the operating system may change the order of the threads. 

There are ways to resolve these and some other situations, but this is much complicated and 

not as efficient as the proposed solution. 

 

Figure 3. Task execution in multi-threaded synchronous programming model 

Proposed solution 

Asynchronous is a form of processing that allows you to continue to perform other 

tasks that do not wait for the transfer to complete. Asynchronous programming successfully 

solves many problems. One of the most important is the availability of the user interface. For 

example, a smart home control system, after the user has selected an action, the program 

sends a request to the server. And that process that can last quite a long time. If the 

application is working synchronously, the user will not be able to interact with the page until 

the result comes [8]. Asynchronous code allows you to hide these unpleasant effects from the 

user and keep the page live. In this case, the main execution thread is split into two branches. 

One of them continues to deal with the interface, while the other executes the request.  

 

Figure 4. Comparison of synchronous and asynchronous models 

Let's see how to write asynchronous code using the example of the C# language. First 

need to understand how the server handles requests. When the server receives a request, it 

assigns it one thread from the thread pool. Since the number of available threads is limited 

then if the thread wastes most of the time in waiting then it will greatly decrease system 

performance. But this does not work when writing asynchronous code. Since instead of 
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waiting for the completion of any request, it will be available to the thread pool. It will make 

the server faster and its throughput will increase significantly. 

 

Figure 5. The process of processing the request by the server 

How to write asynchronous code? The basis for working with asynchronous calls in C 

# are two keywords: async and await, the purpose of which is to simplify the writing of 

asynchronous code. They are used together to create an asynchronous method. The 

asynchronous method has the following features [9]: 

 the method header uses the «async» modifier; 

 the method contains one or more await expressions; 

 the return type is one of the following: void, Task, Task<T>, ValueTask<T>. 

The asynchronous method, like the usual one, can use any number of parameters or 

not use them at all. It is also worth noting that the word async, which is specified in the 

method definition, does not automatically make the method asynchronous. It only indicates 

that this method may contain one or more await expressions. Let's rewrite the method 

presented earlier on asynchronous. 

 

Figure 6. An example of asynchronous code 

The main benefits of asynchronous programming are [10]:  

• significantly increase the performance of your application, when you have long-

running operations; 

• organize your code with async / await, make it more readable; 

• using the latest upgrades of the language features. 

So, how this approach helps to improve smart home management systems 

performance? These systems operate with large amounts of data and work with API. It was 

noticed while the request is being executed, about 70-80% the time wasting while waiting for 

the dependent tasks. It can be maximally used in asynchronous programming, where, as soon 
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as a task is transferred to another thread (for example, SQL), the current thread saves state and 

is available to run another process, and when the SQL task is completed, any thread that is 

free, can do this task. 

Results 

I have run several experiments to make sure that the proposed solution is effective. 

Results you can see on the figure below. 

 

Figure 7. Comparison of synchronous and asynchronous methods 

As you can see from the figure, asynchronous has a great advantage with many 

simultaneous queries. 

Conclusion 

Older programming models such as the synchronous model cannot provide enough 

performance for modern systems. Therefore, a new asynchronous model comes to replace it. 

This model is very well suited for systems that work very closely, for example, with a 

database. Asynchronous code allows the server to do other tasks while it is waiting for the 

current task to respond. Therefore, this approach has many advantages, including an increase 

in server bandwidth. 

This approach to programming was used to create a smart home management system 

and showed itself well. It was noticed a significant increase in the speed of the server 

response under heavy loads. Based on these results, I can say that the goal has been achieved. 
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